NISSAN HE

TECHNICAL  ©25f

vyobkozxz7?
Software

NISSAN MOTOR CORPORATION







2019

=]

132

NISSAN TEGHNIGAL REVIEW

No. 84



HERHmFS

20194-3 1 34T

& BES
“YTRITT” (EEEEEHTEDTT ULV TS U oo, BB e 1

®EE:VINUIT

1. BECBIFRY I bU 7 A0FDHH EMICICUBEIEDARS -ooevereermeeereieeeee ik R e 3
2. BEHRRATY — JUDBTRE -+ verveereersersemseeseensenteetetente sttt BANERIT - i)l B e 8
3. H—E AT —FFIF v ETIVTADIGH +oveerreerreerreesensnnnieeseeseeneesseessesssesns Yl S ooeeee 17
4, EIENEEICBITBH AIN—TEIE D U T o crvervrrrereereeneenienieaie st R A e 21
5. SAT YV JLINE ZDRGHRI +oveeveereerresemseesseseneeiesese ettt SERF Py e %



6. VINY I 7 mEREDCHDY TS A VEIREE) ---voeeerreerrrrereeeenes Al R - A SERE

7. EHY T MY T THERCBII DN A VT IU—T 3V (Cl) DA i 2l e

8. YT R T T RU—S TS ceeerreeenrereniiiaaniieeniinennns A 2 - BAJIZERIT - B HR eeeee
@ FETHBMTEIESEI—EGTR +voovoverrerrerrerseeee ettt ettt ettt b ettt
& ZERINTHE

9. E-YN\S XY DOEFERKFIEZERE LA AEAIZRNBRE—5 0BT
Mg SRR & - EAARIEST - A

37



Nissan Technical Review No. 84 (MARCH 2019)

CONTENTS
@ Preface
Software—New Literacy Requirement for Automotive Engineers «ococoocoorrorrrrrrrieie.. 1
By Shunichi Tovomasu
@ Special Feature : Software
1. 40 years of Automotive Software and New Requirements for Software Engineers at Nissan-----+--- 3
By Kazuhiro IsHicami
2. DeVelOpment Of a Statlc COde Analysis TOOI ........................................................................ 8
By Miwako Hasecawa, Satoshi Icnikawa
3. Service-oriented Architecture and its Application to Vehicles «rerorrrrrrmrrrmrrmrnen 17
By Toshiyuki WATANABE
4. Cybersecurity fOT Automotive Systems .............................................................................. 21
By Masaaki MIvASHITA
5. SA’I‘ SOlVer and Application EXampleS .............................................................................. 26

By Junsuke Ino



6. Activities to Improve Software Quality through Supplier Management: -««««-xrororremrreeee. 32

By Naoki Arisaxi, Yukiteru YAMAMOTO

7. Application of Continuous Integration to Automotive Software Development -«wwcorreerreeemeeeeee 37

By Yoshinobu Ito

8' Software Training Cel’lter ................................................................................................ 45

By Yukiteru Yamamoro, Miwako Hasecawa, Yuji Ono

’ List of Technical Award Recipients ................................................................................. 50

@ Technical Award News

9. Principle of Variable Leakage Flux IPMSM Using Arc-Shaped Magnet Considering Variable Motor
Parameter Characteristics Depending on Load Current ......................................................... 53

By Takashi KaTto, Toru MaTsuura, Kensuke Sasaki, Tsutomu TANIMOTO

v



.
& BH

i

“V7b927” ZHEBHEBEME D
TLW)F5 3 —

Jrua— & B

STEFORNE [~ T v Y AFHHT ] 55% T2, F 7 ¥ 7 h05 A <o ook fif 1] 1% % BRfd L ¢ Hii
BEMAEEL, TOMELRIEFA T THERS 7 7 v BEEOHIHEZIToCWE L. L2L. 20
7 a7 REERFHIPERFERSCEEFER L CIIERASH ) £ L7,

FLRL VL Z80R~YA A ORMAEHBLE L7z, 8y N TAEY HEIIMEN32KB T L7
A, ELAARME R E O AT A E TENE TILEVHHEOH WA EONE L, 20
B. —RITAAZ) = MAKE~Y ATV T by 2 TICEERDY F L, FAUEREEEC, V7
F7 27 NFTEDOHWOBTEYTLHN) T L7,

V7N o TIEHROBECEHFEZRMEE T ERBIE S I BAELET, V2T 0%
M BEDPERFOBERTHY . ZOTHLIIMO TEETY, — 5, IO IV~<IECa— FHfE T4
THITZBA5V 7 727 THEELTWE T, HEREREMO 7 2 ZIZHEK SN TW LT v 7
FE2IMM A TTA, FORICHAEO N T vV A BEFEINTWE T, OS (Operating System)
bV TIVE A L0SIZHNZ T, Linux® Android & #4 T3 o T, FAIWEV 7 Mo = 7 OIS
FRENT. VI V2T EHITL0H 5B EIRT 2 0ENH Y £, [BIFH~ & —
DAY MTRETORL ALY — VEREEM] g7y —] ofuT, AFEIIV I
T M A DFOWNIZT 5 2 EDIFETT,

ZDDIIFHAE, FT VAT LAY =ZT7 ) Y7 ERER L CHEDOE & 7 5 B3RO0 - ki
o “B25Mt" IZETFLEL RIETT—F77F v OG- —ARMLZXD ., {£ECU (Electronic
Control Unit) @V 7 b7 = THREEIMS T2 FHEFR LT L7zo SHITIEETIVAR—ZAFFEEAIZLD,
FORMAMEZET NV E T Uy T 40— FCENREICT 5 L300, Wiz md 5V 7 by = 7EEHli% 7
AN F)FFHTHEEL TWE T, —FHTEHHO HEHEHAME 1213, Autosar OS % SoC (System-on-
a-Chip). YV F a7V Lk E, K VFEKRNLR Y 7 MYy o 7HEMT L AR SN E 3,

ZZC. "7 by 27" BHBESMEOHF LY 77— LiGmfg, BEE T2 HM L
THHEMENY 7 Ny 2 T M 2RI T B0 [VI7 vy 2T bL—ov by s ] 2L
FL72e AVF2TLEY T THEIRASINDHEH TS, ~ A 3> /HlilBGw V7 by o7 E8E%x
FO, £ 7Y — )VMATLAB / Simulink Z ffio T7 0 77 A %55 L. I — AR #a—
RfEdT & HILS (Hardware-In-the-Loop-Simulation) #Fflilc A& THOEH T "G »RkOLNF T,
FEEDNLIE, HOOWMEXHODPEKT L LIS, FUOOREZHYHSEL~SEBAIHET LT
WCBDORHAVREN TV E T, 4, FHH 100 BB OFHET, o507 AKR—F VI v )V
HE WOy 7 b7 ARy b =280 Bd v+ Y =3 sn g 4,

V7 b7 2T LFEONA TV ESFEbNsERE [ A\HOMEE] 120 "B ARE /I LT HEEN
R L Z2vee A (AED) & A (KRR 25CHITREL WO KBTI TR S W Eh D FT, [BX
FRICHER S A iRBE L MifitE] %2 THREOH A mE] TRET L7012, FTxlxVy 7 by = 7RIS/ ST —
TGS ORISR EALEA T B R BRE 2 o THERICE O TV E 95

1



Prefatory Note

Software—New Literacy Requirement for
Automotive Engineers

Shunichi Toyomasu
Fellow

Thirty-seven years ago I was holding a copy of the “Transistor Technology” magazine in one hand
while making full use of an operational amplifier summing circuit and an absolute value circuit to calculate
the thermal load of a vehicle cabin. The results were used to control the temperature control door opening
and fan speed of the air-conditioner. However, analog circuit designs were limited with regard to solving
mutually exclusive events and compound events.

Soon after that the Z80 microprocessor also began to be adopted on vehicles. It was an 8-bit
microprocessor with a tiny memory capacity of 32 KB. Yet with an understanding of interrupt processing
and other commands, designs with many more degrees of freedom than ever before could be obtained.
Subsequently, discrete circuits were replaced overnight with microprocessors and software.
Simultaneously, that also marked the beginning of the battle with software bugs.

Software is clearly different from the natural sciences that are founded on the laws and fundamental
principles of nature. The sources of the design are the ideas and thinking of software engineers, and it is
extremely important to visualize them. Meanwhile, the latest vehicles operate by means of onboard
software consisting of over 40 million lines of source code when converted to a C code equivalent. The
recognition chip embedded in the cameras used in an autonomous driving system is merely 9 mm by 9
mm, but one million transistors are integrated in that area. There are a variety of operating systems (0S)
such as Linux and Android, in addition to real-time OS. Therefore, it is necessary for us to transform our
development organization into one that has the capabilities to master software without being dominated
by its complexity. It is essential for us to steadily gain a mastery of software technologies from the
perspectives of managing technological development, putting in place a development environment with
the necessary processes and tools, and strengthening engineers’ competencies.

Toward that end, we began using systems engineering to visualize the required analyses and required
specifications that are the essential foundations of development work. We then integrated and unified the
electronic architecture and redefined the allocation of software functions to each electronic control unit
(ECU). Furthermore, as a result of implementing model-based development, we made it possible to
convey the required specifications in terms of models and program codes. We also strengthened our
abilities for software evaluation, which has become exceeding complex, by expanding and improving our
test scenarios. On the other hand, in the years ahead automotive engineers will need to have more
practical software capabilities and knowledge, including the ability to skillfully use AUTOSAR OS, system-
on-a-chip (SoC) and multicore technologies.

We concluded therefore that software represents a new literacy requirement for engineers
specializing in automotive engineering and established the Software Training Center so that they can
acquire a mastery of software technologies. The curriculum consists of rigorous courses that challenge
the capabilities of the trainees. After learning the basics of microcontrollers, control theory and software,
trainees design a software program using modeling tools like MATLAB and Simulink, generate the source
code, and evaluate it using static code analysis and hardware-in-the-loop simulation (HILS). They are
required to pass all these courses in the software development process. Graduates of the Training Center
have said that they could truly feel the progress they made and that they plan to actively apply what they
learned in the development work they are responsible for. We plan to graduate approximately 100 trainees
annually in the coming years. It is expected that their exponential contributions and networking with
software engineers will be effective in producing significant synergies.

The author of “The Mythical Man-Month,” which is the Bible of software engineering, says that simply
doubling the number of men won’t halve development lead time and that one should discard the myth that
men and months are interchangeable. We have positioned software development capabilities as a new
source of competitiveness. We are continuing to improve our capabilities under a clearly defined strategy
in order to supply functions and value that resonate with customers and possess quality in which we have
confidence.
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Fig.1 Implementation of major car electronics on
Nissan vehicles
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1. Introduction—40-year history of onboard software

Nissan first marketed an engine electronic control
unit (ECU) incorporating a microcomputer in 1979. A
software program was implemented for controlling the
L28E engine mounted on the 430 series Cedric sedan.
Approximately 40 years have passed since then and onboard
software has continually been expanded during that time.
Today, software is one of the most important technologies
for vehicles. This article reviews how onboard software
has changed over the past 40 years.

1.1 Expansion of onboard software

The size of the software code installed in the first
electronic ECU was approximately 3,000 lines. This
software, including the data, was implemented in an
8-kilobyte read-only memory (ROM). The application of
electronic control to the engine, transmission, brakes and
other vehicle systems greatly expanded the degrees of
freedom for development work. In addition, fine-tuned
electronic control made it possible to resolve trade-off

B R T e e

Software code
(KLOC)

100,000

10,000

1,000
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10
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X-2 HEEDEHY T Y7 OTH
Fig.2 Embedded software size in kilo lines of code (KLOC)
on Nissan vehicles
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Fig. 3 An example of a MATLAB model

problems between performance attributes that were difficult
to resolve mechanically. For that reason, software-based
electronic control has been applied to vehicle components
one after another. Figure 1 shows the years when Nissan
began to apply software-based electronic control to major
vehicle components. As indicated in the figure, automotive
electronics advanced rapidly from the 1990s onward and the
volume of onboard software has expanded accordingly.

Figure 2 shows the specific increase in the volume of
onboard software on Nissan vehicles. Software code that
began with 3,000 lines in 1979 had increased to 30 million
lines by 2013, an increase of 10,000 times in 40 years.
However, software development still continues to depend
on the human labor of large numbers of software engineers,
though several innovative tools have been achieved in
the area of software development methods. The drastic
increase in man-hours needed for software development
has become an enormous burden for vehicle manufacturers
in terms of both quality and cost aspects.

1.2 Evolution of onboard software technologies

The increase in the scale of automotive software code
was described in the preceding section. The following
discussion will describe the technical changes that have
occurred.

1.2.1 Model-based development (MBD)

Automotive software development methods have
evolved along a unique path since the mid-1990s. Assembly
languages were used in 1979 when Nissan started applying
automotive software to vehicles. Subsequently, C language
gradually came into use in the 1990s. Until that point,
onboard software had evolved in the same way as other
embedded software for non-automotive applications.
However, it began to follow its own unique path of evolution
from that point on, namely, MBD?® using MATLAB/Simulink
models (Fig. 3). For the software embedded in the driving
systems of vehicles in particular, executing the control
design with a MATLAB model facilitates efficient creation
of the control logic. Using a MATLAB model allows a
simulation to be run on the spot. The simulation results
can then be fed back right away to the control algorithm,
enabling early completion of the algorithm. Efficiency can
be further improved if the source code intended for mass
production can be generated directly from the resultant
algorithm. That is how MBD using MATLAB models came
be actively employed for developing the software embedded
in the driving systems of vehicles.

1.2.2 Automotive Open System Architecture
(AUTOSAR)

The AUTOSAR operating system standard was
established in the early 2000s as a software platform
supporting MBD. An application is designed using a
MATLAB model and combined with AUTOSAR,? a
software platform for supporting applications, to complete

H ZE ¥ #R No.84 (2019-3) 4
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the embedded software. AUTOSAR is configured with its
own special dedicated system for supporting the real-time
control required by vehicles. AUTOSAR can be regarded
as one example of evolution unique to the automotive
industry.

2. Current Situation of the Automotive Industry and
New Requirements for Software Engineers

As described above, software development tools have
also increased significantly in order to develop and confirm
the quality of automotive software that has vastly expanded
on vehicles in recent years. Because MBD, AUTOSAR
and other embedded software technologies specific to the
automotive industry have been adopted, there has been
a need for much larger numbers of software engineers
specialized in automotive industry applications. Amid
these circumstances, all of the vehicle manufacturers are
currently proceeding with development activities in three
new fields. These are vehicle electrification, autonomous
driving and vehicle connectivity. Software is playing a
large role in turning these technologies into realities.
Moreover, the software technologies required in these
fields differ from those of conventional embedded software.
Consequently, the automotive industry needs software
engineers in these new technical fields, in addition to the
software engineers who have been developing embedded
software for vehicles to date. Typical examples of newly
required software engineering fields and requirements for
software engineers are described below.

2.1 Internet-related software engineers

It is obvious that Internet technologies are necessary
for vehicle connectivity, but they are also being applied
to vehicles in other areas as well. The communications
protocol specified for controlling EV charging is explained
here as one example. This protocol has been largely
defined by Europe and the U.S. in the ISO/IEC 15118
(Combined Charging System) standard, which makes
reference to several Requests for Comments (RFCs)
issued by the Internet Engineering Task Force (IETF).
For example, the following RFCs must be supported.

e RFC 1981: Path MTU Discovery
* RFC 5722: Handling of Overlapping IPv6 Fragments
e REFC 4443: Internet Control Message Protocol (ICMPv6)

This means that software for EV chargers cannot be
developed from now on without knowledge of Internet
technical standards.

As indicated here, the IETF has issued an enormous
number of RFCs for the purpose of defining Internet
technical specifications. It is expected that software
engineers developing code for vehicles will understand
these Internet technologies and have the ability to create
software accordingly.

5 NISSAN TECHNICAL REVIEW No. 84 (2019-3)
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2.2 Cybersecurity-related software engineers

Vehicle connectivity is built on the basis of Internet
technologies, and cybersecurity is indispensable to the
Internet. A presentation concerning the hacking of a Jeep
Cherokee, which was given at the Black Hat USA 2015
security conference of white hackers, gave an especially
large shock to the automotive industry. Vehicles are also
required to have cybersecurity measures now equal to those
of the Internet. In other words, cryptographic technology
and system design methods based are cryptography have
become necessary.

Heretofore, vehicle manufacturers have naturally
had engineers who have been developing software for the
company’s internal network and website. However, they
have had hardly any engineers involved in implementing
cybersecurity technologies on vehicles themselves. Yet
the situation today does not allow any waiting for full-
fledged cybersecurity measures. Consequently, cybersecurity
engineers are strongly needed as a new source of software
engineers for vehicles.

2.3 Communications technology-related software
engineers

Connected vehicle systems use the communications
circuits of mobile phones as part of their communications
channels. While efforts are being made to enhance
the affinity between the communications systems of
mobile phone communications circuits and Internet
communications specifications, there are still some systems
that have their own specifications. Moreover, while
international standardization is being promoted, many
cases are still seen where progress toward next-generation
updates and the functional support status differ from one
mobile phone company to another. Activities are also
currently under way to launch new fifth-generation mobile
communications systems (5G). Besides sophisticated
communications technologies, mobile communications
technologies consist of enormous volumes of software.
Because connected vehicle systems are designed on the
premise of such mobile communications technologies, a
good understanding of them is indispensable. Accordingly,
software engineers developing code for vehicles in the
years ahead will have to be well-versed in communications
technologies, especially mobile communications.

2.4 Linux/Android-related software engineers
Onboard infotainment systems have continued to
follow their own path of evolution in recent years and are
now required to control over 2,000 menu screens and to
support the operation of an enormous number of functions.
Such products are without parallel even in other industries
and constitute a gigantic mass of software. In recent years,
Linux or Android has come to be used as the software
platform on which onboard infotainment systems are

H ZE ¥ #R No.84 (2019-3) 6
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based. In addition, beautiful screens are also being used as
a tool for enhancing a vehicle’s degree of product appeal.
A beautiful-looking and easy-to-operate Human-Machine
Interface (HMI) is demanded for use in combination with
animation software. In order to satisfy these requirements,
software engineers are needed who can skillfully use the
technologies associated with Linux and Android.

2.5 Image/voice recognition-related software
engineers

Image recognition is indispensable to autonomous
driving technology and voice recognition is necessary
for vehicle connectivity. A third-generation artificial
intelligence (AI) boom is said to be under way at present.
Amid this current Al boom, image and voice recognition
technologies in particular have undergone a profound
evolution. Both fields are based on the use of deep
learning technology. Software engineers developing code
for vehicles in the future will need to understand deep
learning technology and be capable of further improving
image and voice recognition technologies.

3. Activities for Enhancing Software Capabilities

At Nissan, we are currently proceeding with several
measures noted below for enhancing our capabilities in the
new software engineering fields described in the preceding
sections.

(1) Recruiting software engineers

(2) Making effective use of the resources of IT vendors

(3) Conducting training to improve the abilities of in-house
engineers

Comprehensive activities are being promoted in
these areas to acquire the capabilities needed for dealing
with electrification, autonomous driving and vehicle
connectivity.

We want to continue to acquire and expand these
software capabilities in order to thoroughly reform our
automotive business and respond to social needs in the
future
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Development of a Static Code Analysis Tool
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Summary About 40 years have elapsed since software was first installed on vehicles. However, the
size and complexity of onboard software are still increasing. In addition, software is being adopted on a
large scale even in safety critical systems that can have a serious impact on the safety of vehicles when a
problem occurs. Nissan regards static analysis as a very important technology for achieve high-quality
software. The reason is that static analysis tools can automatically identify possible errors in the source
code by analyzing the code. Therefore, Nissan has been improving the performance of such tools and
also applying them to actual mass production software to check the quality of onboard software code.
This article describes the limitations of commercial static analysis tools and presents a tool that Nissan
developed with a partner.

Key words : Computer Application, automotive electronics, embedded software, static analysis,
Al, computer

1. [FUSIC 1. Introduction

Software began to be implemented on vehicles in the
latter half of the 1970s. Assembly languages were initially
used to write the software code, but they were gradually
replaced by the C programing language in the 1990s. With
C used as the programming language, it became possible
to apply static code analysis tools for analyzing the source

970FEMRFIT, V7 b7 2 77 VIR S g
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2%z e, RECEHRIZESRRAON TV 72, 71
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TIAVIBEL Tz SOV 7 by 7 B REIL,
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code automatically and identifying any places where there
might be errors. Assembly languages invariably differed
for each CPU core, but the C language was standardized
for a fairly large portion of CPU cores, which facilitated
the use of static analysis tools. Several such tools were put
on the market in the 1990s.

At the beginning of the 2000s, Nissan encountered a
huge problem with regard to software quality. That was
because the expanded use of onboard software meant that
software quality had a large impact on determining vehicle
quality. Like other companies in the automotive industry,
Nissan depended on suppliers to develop much of the
company’s onboard software. Nearly all of the software
quality problems concerned the software developed by

* 7 b = 7B Software Engineering Department
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suppliers. Therefore, we decided to launch an activity
conducted by a team of our software engineers for monitoring
outsourced software quality. In this activity, it was decided
to use static code analysis tools to automatically identify
places where there might be errors in the source code
developed by suppliers.

2. Motivation for Developing a Static Code Analysis
Tool

As mentioned above, in the early 2000s Nissan
began using three general-purpose static code analysis
tools that were commonly available on the market. These
tools were used from different perspectives.

¢ QAC was used for checking compliance with the Motor
Industry Software Reliability Association (MISRA) C
guidelines.

* Imagix 4D was used for checking the source code structure,
recursive call function and inter-task shared variables.

* Polyspace was used to detect run-time errors such as
division by zero, access outside the array bounds and
overflow.

Outsourced software was inspected using these
three general-purpose tools, but we came to realize that
the tools had their limitations and that there were points
needing improvement. The details of the principal limitations
of these tools are described below.

2.1 Scalability

It was difficult to conduct a static analysis of
an infotainment system. We encountered the following
limitations of analysis tools.

¢ The ability to analyze the transfer of values extending
across files or functions is limited. Large-scale source
codes exceeding a million lines cannot be analyzed for
run-time errors.

* When a run-time error is detected, the analysis is
suspended at that point. The detected error must be
fixed and that location re-analyzed. It takes several
hours to analyze an infotainment system, and analyses
must be repeated to the same extent as the number of
errors discovered.

2.2 Functions specific to automotive embedded
software

General-purpose tools on the market are equipped
with many standard functions for checking software code,
but they do not provide any functions specifically for
vehicles. For example, they cannot detect problems specific
to onboard software such as operational errors due to the
overwriting of data caused by an interrupt, sleep/wakeup
processes and flag On/Off handling.

2.3 Concurrent processing and multi-core systems
Concurrent processing systems and multi-core
systems experience problems such as those caused by
data inconsistency and deadlocks between software
programs running concurrently. General-purpose analysis
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tools are not equipped with a function for detecting such
problems.

2.4 Usability

Because of the analysis mechanism used, static
analysis tools re-check an entire source code even for
revision of just one line and indicate lines where a problem
might occur. Consequently, engineers must review again
any lines indicated as having a potential problem. However,
the actual need in the workplace is to limit the review only
to the lines that might be affected by that revision. The
reason is that an enormous number of man-hours are
needed to conduct an actual review. Functionality for
analyzing differences between reports, making it possible
to compare reports before and after the addition of a
function owing to a difference in software versions or
continuous integration (CI), has an effect on ease of use
and applicability. Tools on the market do not provide a
function for analyzing such differences, and even if they
do, the extraction of differences is limited only to code
differences. The tools cannot analyze side effects.

In order to address the foregoing problems, we
initiated development of a new static code analysis tool
together with a partner. The resultant tool is called the
embedded software code analysis tool (ESCAT).

3. ESCAT Development

We analyzed the defects stemming from the software
received from suppliers and identified defects that could
be effectively detected by static analysis. Those defects
were generalized and ESCAT was equipped with functions
for detecting the same software structures and source code
descriptions as those of the identified defects. This section
describes several of the functions incorporated in ESCAT.

3.1 Scalability

The following methods were adopted to ensure the
scalability of ESCAT, enabling the tool to analyze source
code consisting of several million lines.

e A partitioning algorithm is used to divide a large-scale
system into several subsystems. This reduces the
complexity of the divided subsystems, enabling an
analysis to be completed for each one. The analysis
results for the subsystems are then integrated to obtain
the analysis results for the overall large-scale, complex
system.”

¢ Analysis accuracy can be defined and modified by the
user, making it possible to select the optimum analysis
accuracy matching the level of system complexity. This
enables ESCAT users to analyze larger scale and more
complex systems without causing accuracy to decline to
a certain level.

3.2 Functions specific to vehicles

Functions specifically for automotive embedded
software were developed as key capabilities of ESCAT,

H ZE ¥ #R No.84 (2019-3) 10
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making it possible to detect problems in onboard software.
3.2.1 Flag On/Off handling®

When embedded systems use shared resources,
flags are frequently employed to indicate that a resource
is temporarily occupied, although this is not limited to
onboard software. However, cases are also seen where
processing is concluded without releasing an occupied
resource owing to a design defect. This becomes a large
quality issue especially for mammoth software code like
that of infotainment systems if the operations of setting
(On) and resetting (Off) a pair of flags are not correctly
designed.

This function checks whether flags are
automatically identified by the source code and used in
accordance with predefined rules. For example, for flags
showing the occupied status of resources, it checks whether
the setting and resetting (On/Off) of a pair of flags are
validly done regardless of what processing path is followed.
3.2.2 Sleep/wakeup?V?

Power consumption by onboard systems of vehicles
powered by a conventional internal combustion engine must
be minimized as much as possible while the ignition key
is off to avoid causing a dead battery. However, there are
onboard systems like the Intelligent Key entry system that
must operate upon detecting the approach of the driver
even when the ignition key is turned off.

To suppress consumption of electricity by such
systems, the vehicle microcomputer performs sleep/wakeup
control over them. This control is executed by hardware
incorporated in the microcomputer. One problem that occurs
concerning sleep/wakeup processes is an inconsistency
between the hardware and software states. The software
must be able to issue a wakeup command when the hardware
is in the sleep state and a sleep command when the hardware
is in the wakeup state. However, when a mismatch occurs
between the hardware and software states, it leads to a
defect where the hardware continues to remain in either
the sleep or wakeup mode.

The hardware state is represented by a register
and that of the software is represented by a variable. This
function lists all the registers and variables changed within
the range of these states and reports any inconsistencies
detected within the range. It also provides information on

whether interrupts are enabled or disabled when the data
R R S e e e e e e e e e e e

1. int shv;

2. void Task1()  //Low Priority

3.

4 int a, b = 10;

5. shv =b; /* access1 — write access */
6. a =shv; /* access3 — read access */
7. %

8.  void Task20 //High Priority

9. {

10. shv = 20; /* access2 — write access */
11. }

K-1 27)L2—K1
Fig.1 Sample code 1
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in the registers are rewritten.
3.2.3 Data race®

This function detects a race condition in cases
where two tasks having different orders of priority access
a shared memory. Many onboard software programs
divide a process into several tasks and control a system
while switching among the tasks. In Fig. 1, sample code 1
implements a low priority task 1 and a high priority task 2.
A switch to the high priority task occurs while executing
the low priority task. If a switch occurs after processing
the 5% line, substitution of the variable shv being executed
in task 1 is overwritten by task 2, and after the completion
of task 2, execution of task 1 is resumed from the 6" line.
Consequently, an inappropriate value of the overwritten
shv is read out. ESCAT detects such race condition and
reports the places that are overwritten.

3.2.4 Deadlock detection

This function detects whether there are places in
the source code that might cause deadlocks. A scenario
causing a deadlock can occur in many different situations.
In sample code 2 in Fig. 2, both task 1 and task 2 access
the same shv variable. As an exclusion control to ensure
safe access to the shv variable, task 1 locks semaphore R1.
Similarly, task 2 also requires exclusion control. It is
seen in sample code 2 that task 2 also locks the same
semaphore R1. Here we will consider a scenario where a
switch is made to task 2 after task 1 has been executed to
the 5" line. The process proceeds to the 10" line and task 2
attempts to lock R1, but this semaphore is already locked
by task 1. Consequently, task 2 enters the wait state and
waits for task 1 to release R1. Meanwhile, task 1 is waiting
for task 2 to be completed before it can resume execution.
Because both tasks enter the wait state, the system reaches
a hang state or a deadlock. To deal with such situations,
ESCAT detects and reports places where the system might
become deadlocked.

ESCAT can generically detect race condition
without depending on the OS or the microcomputer. As an
exclusion control, it allows a different system call to be
registered for each real-time operating system (RTOS). In
addition, it also allows interrupt disable/enable commands
to be registered as an exclusion control for interrupt
routines. Moreover, it can also handle priority ceiling

R S A ey

int R1,shv;
void Task1() //Low Priority Task
{
lock(R1);
shv = 10; //Task2 pre-empts Task1 here
release(R1);
}
void Task2() //High Priority Task
9. {
10. lock(R1); //Deadlock instance as R1 is already locked by Task1
11. shv = 20;
12. release(R1);
13. }

P NS e LD

®-2 vr7)Lad—kr2
Fig.2 Sample code 2
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protocols that are an issue in multi-task scheduling.

3.3 Concurrent processing and multicore systems

Programming defects like deadlocks and race
condition are apt to occur in synchronous processes in
multitasking or multicore systems that execute concurrent
processing. Yet when such defects are present, it is
extremely difficult to detect their occurrence in synchronous
processing either by unit testing or system testing. That
is because there is an enormous number of cases concerning
the timing for the occurrence of an event in a task when
multiple tasks are being executed.

Even if an event or an interrupt that causes a
problem can be identified, it is impossible to define the
overall scheduling so as to know what task is executing
what code at that time. Therefore, in practical terms, it is
impossible to create test cases that would cover the timing
of all events and interrupts.

Functions for detecting the data races and
deadlocks described above have therefore been incorporated
in ESCAT to detect problems occurring in synchronous
processing in order to be able to deal with multicore
systems.

3.4 Usability
3.4.1 Differential analysis report

When a static analysis is performed on a large-
scale software system, a large number of warnings are
usually detected. Such warnings must be reviewed manually
on the basis of the software specifications and design
documents. A review requires a lot of manpower and time,
and there are many times when only specific engineers are
capable of doing the work because it requires a thorough
understanding of the system involved. For these reasons,
reviews are an extremely troublesome activity for a software
development team. Some of the warnings do not require
revision of the software code and are referred to as false
positives. There are many reasons why false positives occur.
For example, one cause of a false positive is that the
computer judges that the values of external inputs and
signals or combinations of those values can occur, even
though in the real world they are impossible. The reason for
that is the computer has not been given any information
regarding the values or the ranges of external inputs and
signals. The limitations of static analysis tools regarding
complex data structures and operations can be cited as
another cause of false positives.

Meanwhile, the software may be modified due to
requests for changes or to incorporate measures against
defects. At such times, it is necessary to conduct a static
analysis again of the entire software code, including parts
that were not changed. The reason is that correct results
cannot be obtained without analyzing places in the
unchanged code that might be affected by the modifications.
The results of the review already conducted for the previously
detected warnings are effective for the places unaffected by
the changes. General-purpose tools on the market have not
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Detailed feature list
features

Feature category

+ Zero division

+ Array index out of bounds

+ Overflow/Underflow

+ Illegal dereference of pointer
+ String buffer overflow

+ Uninitialized variable

+ Infinite loop

+ Unreachable code

Runtime error 8

+ Recursive function

Function call check 2 :
+ Reentrant function

+ Unused Assignment

+ Read-only/Set-only/Unused variable
+ Stale value usage

+ Group variable

+ Access inconsistency

+ DFD reverse

+ Flag handling

+ Mismatched semaphore pair
+ Module distance

+ Inhibit system call in ISR

+ Maximum stack size

+ Maximum steps

Variable read/write check 6

Protocol check 4

Worst-case analysis 2

+ Shared variable

+ Shared semaphore

+ Semaphore locking period

+ Semaphore deadlock

+ Semaphore during tasklock period
- State machine livelock

+ Sleep/Wakeup
+ CC parameter

Race condition 6

Automotive specific function 2

Differential report 1
Total 31

X-3 ESCAT [CE&EUckEEE
Fig.3 Features implemented in ESCAT

been sufficiently capable of identifying the range of influence
of code changes and removing warnings in unaffected places.
For that reason, such a function was developed for ESCAT.
This function is accomplished by analyzing the influence
of changes made in comparison with the present version
of the code. It removes false positives detected in places
unaffected by the changes made to the previous version.
3.4.2 Assistance for manual reviews

Static analysis tools usually generate large
numbers of warnings of defects, which have to be reviewed
manually. That work increases the cost of confirming
software quality. We have developed several new methods
of dealing with this issue. Two examples of them are
explained below.
¢ Grouping of warnings: Among the many warnings
detected, the codes causing some of them can be
attributed to the same functions or variables. In those
cases, such warnings are grouped and a representative
example of the group is analyzed. The result can then
be applied to all of the warnings in that group.?
Provision of information needed for a review: In order
for a reviewer to conduct a review, it is necessary to have
information on the conditions and path leading to the
error location and the related data. The necessary
information differs depending on the type of error
involved. ESCAT is equipped with a function for
automatically aggregating and providing the information
necessary for reviewing each error. This function
reduces the man-hours needed by a reviewer to gather
the necessary information.'?

4. Results

4.1 Functions

Figure 3 summarizes the functions implemented in
ESCAT. It features 31 functions, including standard static
analysis capabilities. V1V

4.2 Performance

Figure 4 shows the measured results for the time
needed to conduct a static analysis of one software code.
ESCAT analyzed a software code consisting of one million
lines in approximately one day. It can analyze a 150,000-line
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code in about one-fourth the time needed by a general-
purpose tool on the market. In addition, the analysis speed
of the general-purpose tool declined as the scale of the code
increased, making it impossible to complete an analysis
within a realistic amount of time. ESCAT is capable of
analyzing even large-scale codes on the order of one million
lines.

5. Conclusion

The functionality required of vehicles is
increasingly expanding as typified by autonomous driving
and vehicle connectivity. At the same time, the scale and
complexity of onboard software are growing rapidly, and
troubles originating in software code are also increasing.
In addition, innovations in hardware and software, such as
multicore systems, hypervisor and distributed processing,
are giving rise to new problems.

In order to prevent software defects from leaving
the factory, static analysis is indispensable, in addition to
dynamic testing. The increasing scale and complexity
of source code have made it impossible to check the
code manually. Further improvement of the functions and
performance of static analysis tools is essential for the
validation of source code. The use of advanced static analysis
tools in combination with other quality assurance measures
can markedly reduce the risk of problems occurring in real-
world vehicle use.
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Service-oriented Architecture and its Application to Vehicles
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Summary Service-oriented architecture is a large-scale software development method that
attracted attention in the IT industry in the 2000s. Service-oriented architecture is especially effective
for developing a computer network system using a client-server model. In contrast, automotive
embedded systems have mainly been completed within each system, and data exchanged in a vehicle
network have principally concerned the vehicle status. So the idea of service was not considered.
However, for a connected vehicle system, offboard servers are connected to communicate with the
onboard vehicle system. Therefore, service-oriented architecture is well-suited to a connected vehicle
system. This article describes an example of the application of service-oriented architecture to a
connected vehicle system.

Key words : Computer Application, automotive electronics, connected car, service-oriented
architecture, computer

1.1 U & [ 1. Introduction

Service-oriented architecture (SOA) P refers to the
concept of implementing a software program for each
service involved and combining them to create a large
system. This approach to the development of large-scale
software systems attracted attention in the IT industry
in the first half of the 2000s. In contrast, automotive
embedded software has not been developed heretofore

=V ARHT—F727F v (SOA) &iF, “H—r A"
EWIHHMNTY T b7 HEEL, IR lAaGbET
VAT LEVEN) EIF TR E VI EBER T TH L, H—EA
/M7 —F 7 7 F v ik, 20004FERFEICIT R TER S
NBEImol2 KB 7 v 27 ¥ AT A ORBETE

THoHY, —h, HV T by T7d, h—FEr—3
P EERRE, VR MHT AN AR EREEHRL T
BZELTETBLT, Z0d, HEEA— b “—
ER" L TWEEVWIEZFTY 7 by 2T %2ES
CERHERoT. Ll IR T A4 B —IZBWTIE,
=AM T —F T/ F v ERLER Y 7 by 2T
Mg HETAET. AV Y — T2 — ALEH#ALL, %)
EHTEMED Y AT AP TEL L) IR D, 2
T, AE, BFEOHEKY 7 by o TICH—ERAIRAT7 —*
FUF Y RBA LA, EDX ) REEIR LR
L7z

with vehicle customers directly in mind, except for car
navigation systems, among others. Accordingly, vehicle
manufacturers have not developed onboard software from
the perspective of being service providers. However, with
regard to connected vehicles, the creation of onboard
software structures based on an awareness of SOA results
in a standardized interface, enabling high-quality
systems to be provided efficiently.

In this study, we examined how existing onboard
software might be influenced by introducing the concept of
SOA.

* 7 b = 7B Software Engineering Department
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Table 1 Examples of services

F—EZANE Service contents
1 N7 BT D Open the trunk
2 | ZvTEETTS Turn on the lights
3 | VAN EEMESED Activate the wipers
4 | BEHEITD Open the window
5 | ENZGHT IED 2 | Cool down/Warm up the cabin
6 | A—rEBELT Beep the horn
7| v— hERET Recline the seat

2. Provision of Service in Vehicles

In considering SOA, it was first necessary to define
service. The following are examples of conceivable
services that might be provided in connected vehicles
(Table 1).

(1) Opening the door
(2) Autonomous driving in response to a customer’s request
to be taken to a certain destination

From the customer’s standpoint, both opening the
door and autonomous driving correspond to services,
though the size of the software involved would differ
considerably. Accordingly, service was defined in general
as an action that a customer requests a vehicle to perform.
Examples of this are described below.

3. Implementation of a Standardized Interface

Implementation of a standardized interface is a
key element of SOA. Figure 1 shows an example of a
standardized interface.

Several devices can be considered for generating a
customer’s requests in a connected vehicle. These include
requests made by operating conventional onboard switches,
requests made via a mobile phone or a voice recognition
engine, and requests made through an offboard operator,
among other ways. A standardized interface is provided for
receiving and processing such requests, and customers are
asked to make requests through the standardized interface.
In order to process service requests, it is assumed that a
“decider” will have to be provided to determine the order
of priority in cases where multiple requests are issued
simultaneously.

4. Services for Providing Offboard Information

Provision of offboard information to customers
such as information from the Internet is one of the
services available in connected vehicles. Figure 2 shows
an example of the configuration created when SOA is
applied to such services.

Services are already being provided that deliver

T I T R I L g

Standardized interface

Phone apps 1"

Auto drive Driving control ECUs

Decider |—>| Driver |

Door lock Door lock

Decider |—’| Driver |

Headlamps Headlamps

Voice recognition Decider |—’| Driver I
HVAC HVAC

Decider I——l Driver |

Parking brake Parking brake

Anti-theft system

Decider |——| Driver |

-1 FEEbEENeA V5 —T 1 —AD—f
Fig.1 An example of a standardized interface
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Standardized interface

Phone apps 11

Navi touch screen

Switch input

Voice recognition

Navigation Navigation

Decider I——l Driver

Internet

D)

Information on the net
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Fig.2 An example of applying SOA to information services
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information from the data center of a vehicle manufacturer
or from the website of a third-party supplier. Requests for
such information can be issued through navigation system
screen operations and also a voice recognition engine,
among other ways. Applying SOA provides a standardized
interface that enables integrated processing of requests.

5. Construction of New Services

The foregoing discussion has described how the
implementation of a standardized interface based on SOA
makes it possible to drive individual services. More
advanced services can also be constructed by combining
a number of these offerings.

Let us consider a car sharing service as one
example. In the case of car sharing, a customer gains
access to a vehicle by making a request via a mobile phone
at the reserved time and has the door unlocked to enable
use of the vehicle. Necessary information can be displayed
on the car navigation screen, and it may also be possible
to pay the charge via the Internet in some cases. A total
car sharing service can be constructed by making requests
for individual service operations through a standardized
interface (Fig. 3).

6. Conclusion

When connected vehicles are made available, they
can be considered Internet of Things (IoT) devices. As IoT
devices, vehicles will be equipped with a standardized
interface. As a result, more advanced services will be
achieved by integrating individual services that have their
own interface. Once vehicles are fitted with a standardized
interface, new services can be created by using the
standardized interface even after vehicles have been sold.
This is one of the advantages of standardizing the service
interface. The promotion of SOA in vehicles will lead to
the provision of standardized connected services with a
high degree of extendibility.
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Summary

With the spread of connected vehicle technology, vehicles are also being connected to

the Internet. This means that cybersecurity measures also need to be applied to vehicles. Because
hacker attack methods are constantly changing, daily monitoring and prevention activities are required
using cybersecurity technology. This article describes a general cybersecurity framework and also
explains the construction of a cybersecurity framework at Nissan.

Key words : Computer Application, automotive electronics, cyber security, loT, computer,

software
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1. Introduction

With vehicles being connected to the Internet in
recent years, attacks by hackers are starting to become a
reality. Notably, an example of an attack on a Jeep by white
hat hackers was presented at the Black Hat USA security
conference? of white hat hackers in Las Vegas in 2015.
That incident led to a product recall to fix the software bug.
As connected vehicles become more prevalent in the future,
cybersecurity measures will be an indispensable technology.

To strengthen measures against such risks,
Executive Order 13636 (Improving Critical Infrastructure
Cybersecurity)? was issued on February 12, 2013
concerning cybersecurity in the U.S. That Executive Order
has provided support for cybersecurity risk management by
private-sector companies and mandates the establishment of a
cybersecurity framework on the basis of risk-based approaches
with voluntary participation for the establishment of
industry standards and promotion of best practices.

This article describes a general cybersecurity
framework and then explains the efforts being made for
the actual implementation of such measures at Nissan.

2. Cybersecurity Framework

Figure 1 shows an example of a general
cybersecurity framework. Cybersecurity measures are

* 7 b = 7B Software Engineering Department
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generally implemented through a repeated cycle of five
activities: (1) risk assessment, (2) multi-layer protection,
(3) early detection of intrusion, (4) quick response, and (5)
business continuity.
(1) Prediction: risk assessment

In the case of connected vehicles, cybersecurity
involves both onboard and offboard measures. Points of
intrusion by a hacker attack in an overall targeted system
are identified as an attack surface. An assessment is made
of the types of attacks that might come through the points
of intrusion, their relative difficulty and impact, and
a decision is made concerning the necessity of security
measures.
(2) Protection: multi-layer protection

Protection measures are examined against the
risks identified in the risk assessment. Because no security
measures provide perfect protection, multi-layer protection
measures are applied. That prevents a system from
immediately falling into a fatal condition in the event the
first protection measures are breached.
(3) Detection: early detection of intrusion

As mentioned above, because there are no perfect
security measures, there is a constant threat of intrusion. If
an intrusion occurs, it is essential to detect it immediately.
If not detected early and the individual layers of the multi-
layer protection begin to be breached, the hacker can
spend time trying to breach the next layer, so multi-layer
protection losses much of its effectiveness. Therefore, a
function for early detection is provided.
(4) Response: quick response

If an intrusion is detected, a method against it must
be identified promptly and a countermeasure implemented
against the vulnerability.
(5) Recovery: business continuity

Implementing a measure against the vulnerability
will return the system to a normal state, enabling service
to be provided.
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Fig. 1 General description of a cybersecurity framework
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Cybersecurity measures can be put in place by
repeating this cycle of activities from (1) to (5). At the
management level, meanwhile, the following are managed
so that the cycle of security measures can be continued.

(6) Security policy and strategy

In order to manage the cycle, it is first necessary
to decide a security policy and strategy. On that basis,
the process is then defined and operated and security
measures are promoted.

(7) Check by senior management

Senior management periodically checks the
implementation status of cybersecurity measures to ensure
that they are being carried out properly.

(8) Internal audit

Internal audits are conducted periodically to
confirm that security measures are operating according to
the established process.

3. Status of Cybersecurity Framework Implementation
at Nissan

A general security framework was explained in
Section 2. This section describes in detail the status of
Nissan’s implementation of a cybersecurity framework.

(1) Prediction: risk assessment

When considering hacker attacks against vehicles,
the principal attack surface is via wireless communication
from outside the vehicle. It is necessary to envision attacks
coming through information devices, including an ITS
system, telematics system, navigation system and so on. In
addition, it is also necessary to envision attacks through
paths connected to external networks indirectly. The
following are some examples.
¢ Charging terminal connected to an electric vehicle (EV)

charging station
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1

: In-vehicle DCM: Data communication module
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Fig.2 An example of multi-layer cybersecurity protection for vehicle systems
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* USB port for connecting a smartphone or memory
device
* After-sales service device or diagnostic communication
connector for connecting a PC by a service technician

It is necessary to consider the possibility that
devices connected to such paths might be a springboard
for hackers.
(2) Protection: multi-layer protection

The results of the foregoing analysis indicate
that attacks via information devices and diagnostic
communication lines constitute an attack surface. Multi-
layer protection measures are important against such
attacks. Figure 2 shows examples of the protection applied.
The first layer is the protection provided for various
devices at access points that become the attack surface. In
addition to that, protection is also provided at three layers:
protection is provided using the communication gateway,
protection is provided for communication data transmitted
through an onboard communication line such as the
controller area network (CAN), and protection is provided
for each of the electronic control units (ECUs) that control
the operation of a vehicle.
(3) Detection: early detection of intrusion

An authentication function must be provided
so that if by some chance communication data or ECU
software requiring protection is falsified, it can be detected
and notified. For example, a message authentication code
(MAC) can be added to communication data; if it is
detected that a message is not from a proper party, the
communication data are destroyed. An occurrence of
falsification is reported to the cybersecurity operations
center. These security measures enable early detection of
any falsification.
(4) Response: quick response

The security operations center is notified in the
event a falsification has occurred. Based on the uploaded
data, the center investigates the cause of the falsification,
examines a countermeasure and implements it. Depending
on the path of the intrusion, it may also be necessary in
some cases to discontinue service or to disconnect the
vehicle from the network.
(5) Recovery: business continuity

After security measures have been implemented
and the vehicle has been reconnected to the network so
that the normal service system can be recovered, the
system is restored and service is resumed.
(6) Management

Nissan has established a security policy and
formulated a security strategy so that the cycle of activities
from (1) to (5) above can be repeatedly carried out. Based
on that policy and strategy, Nissan is currently taking
further steps in turn to build a cybersecurity framework.

4. Conclusion

Cybersecurity measures are not temporary
activities, but rather it is essential to promote such
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activities continuously. Based on this recognition, Nissan
will continue to promote cybersecurity activities in the
years ahead.
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Summary A SAT solver is an artificial intelligence (Al) tool for solving the satisfiability problem
(SAT). The satisfiability problem involves finding a solution to a given set of logical constraints. Until the
first half of the 1990s, it was said that it was difficult to apply a SAT solver to real-world problems due to
the limitations of CPU power or SAT solver performance. However, because both CPU power and SAT
tool performance have been improved today, SAT solvers are now applicable to real-world problems.
Vehicle manufacturers conduct hundreds of tests, so an optimized test vehicle schedule is very
important for reducing costs and time to market. An attempt was made in this work to apply a SAT
solver to the creation of a test vehicle schedule. The results showed the feasibility of creating a tool for

automatically generating a schedule for allocating test vehicles.

Key words : Computer Application, Al, satisfiability problem, SAT solver, computer
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1. Introduction

A SAT solver is an artificial intelligence (AI) tool
for solving the satisfiability problem (SAT). SAT refers to
the problem of finding a solution that satisfies all the
various constraints involved. In order to use a SAT solver,
the constraints must be converted to logical expressions
and input to the solver. A study was undertaken to determine
if a SAT solver could be applied to create a schedule for
allocating test vehicles. This article describes the study
details and results.

2. Overview of SAT

In programming languages, the Boolean data type
refers to a data type that has two possible values denoted
as true or false. Boolean SAT solvers have been dramatically
improved since mid-1990s. The motivation for that was the
broad applicability of SAT solvers to actual problems in
many fields, including automobiles, aircraft and biological
science, among others. SAT solvers are widely used as a
framework for solving constraint problems, combinatorial
problems and optimization problems.

Many actual problems can be modeled as a
combination of logical expressions representing the
constraints involved. For example, consider that a vehicle

* 7 b = 7B Software Engineering Department
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has five functions denoted as fi, f2, f3, f1, and f5 (which are
called variables in SAT terminology) and that customers
can select various combinations of these functions. We will
let function fi denote an automatic transmission (AT) and
function f2 a manual transmission (MT). These functions
are subject to constraints that can be defined in logical
expressions. The following is an example of a constraint: “a
customer can select either an AT or a MT, but cannot
select both.”

The logical formula that expresses this constraint
is: C = {fi o7 f2, not (fi and f2)}. The first term of this formula
indicates that either f7 or f2 can be selected. The second
term indicates that both f: and f2 cannot be selected
simultaneously. The values of f; and f2 that produce C = true
represent solutions to C. In this example, solutions mean
the combinations of vehicle functions that can be
purchased. In other words, fi = true and f> = false is a valid
solution, but fi = true and f2 = true is not a solution.

Next, we will express the constraints of the remaining
functions f3 to f5 in logical formulas. For example, if
function f> exists, it is assumed that functions fz and f«
must also exist. This can be expressed as (fz implies (fs or
f1)). Function f; is treated as an option. In this case, it can
be expressed as (fs or (not f5)). All the constraints of
functions fi to fs can be summarized and described as
shown below.

- \f1 or 2, not f1 and f2), (f2 implies (f3 or f2)), (5 or (nor _fs))f

The solution to this logical formula in every case
is the combination of vehicle functions that can be
purchased. The total number of solutions represents the
total number of purchasable combinations of functions. If
a solution does not exist, it indicates that the constraints
are in a state of conflict and that there may be an error in
the constraint definitions.

3. Overview of SAT Solvers

When the logical formulas of the constraints are
input to a SAT solver, it automatically generates a solution
and responds with the values of the variables. In general,
SAT is a difficult problem for which there were algorithms
for solving it, but they were not very efficient. However,
several high-performance SAT solvers have been developed
nowadays that can solve logical formulas of constraints
composed of several hundred to several thousand variables.
This progress of SAT technology has resulted in the actual
implementation of SAT solvers for obtaining solutions to
problems expressed in logical formulas. For example, it
is now possible to use high-performance SAT solvers like
the Z3 theorem prover® and the Yices SMT solver? on a
license-free basis.

4. Simple Application Example: Using a SAT Solver
to Set a Meeting Time

This section describes an example of a SAT solver
application as a simple tool for setting a meeting time.
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Consider that three people want to hold a one-hour
meeting on a certain day starting at {10, 11, 12, 13, 14, 15,
16, or 17:00}. The three people are represented by the
variables p1,pz,ps. We will also consider here the Boolean
datatype function isAvailable(pi, t). This function returns
true if person p: is available to attend the meeting for one
hour starting at time ¢. In other words, isAvailable(p1, 10)
returns true if person p: can attend the meeting from 10:00
to 11:00.

On the other hand, let us assume in this example
that person p: is available to attend the meeting at any
time, that person p: is available at 11:00, 13:00, 15:00,
16:00 and 17:00, and that person ps is available at 10:00,
11:00, 13:00 and 16:00.

These constraints are converted to logical formulas
and input into the SAT solver to find a solution. The problem
of finding an available time for the meeting can be converted
to the following logical formulas:

\(isAvailable (p1,10) and isAvailable (p2,10) and isAvailable (p3,10))
or

(isAvailable (p1,11) and isAvailable (p2,11) and isAvailable (p3,11))
or

(isAvailable (p1,17) and isAvailable (p2,17) and isAvailable (ps,17))f

These logical formulas can be further simplified
and expressed as:

110 < tand t < 17 and isAvailable(p:, 1) and
isAvailable(p, t) and isAvailable(ps, t)}

When this logical formula is input into the SAT
solver, it searches for a value of ¢ within the range of [10 ...
17] and seeks a solution that will solve the logical formula.
This search produces one of the following three conclusions.

e If values of ¢ exist that satisfy the logical formula above,
the SAT solver returns one satisfactory value. It must
be noted that this value is an arbitrary value of ¢ that
satisfies the logical formula. It is not known whether this
value is the first, last, minimum or maximum, etc. value
among those satisfying the formula.

e If a value of ¢ satisfying the logical formula does not
exist, the SAT solver returns a messaging that “a
solution satisfying the constraints does not exist.”

« If the logical formula is too large for the SAT solver, the
solver either continues processing forever or suspends
processing because of insufficient memory.

In this example, three time slots are available
for the meeting, namely, 11:00, 13:00 and 16:00. The SAT
solver returns one of these three available meeting time
slots.

5. Application to a Tool for Scheduling Test Vehicle
Allocation

A study was made of the use of a SAT solver to
develop a tool for automatically creating a schedule for
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allocating test vehicles. The allocation of test vehicles
involves several constraints. Typical examples of constraints
concerning test vehicles are explained below.
(1) Specification of the order of tests

Example: There is a dependency relationship between
test A and test B. Test B cannot be started until test A has
been completed.
(2) Specification of the same test vehicle

Example: Tests C and D must be conducted using
the same test vehicle (vehicle No. 001).
(3) Test vehicle occupancy

Example: Test vehicle No. 002 is occupied for the
conduct of Test E, so other tests cannot be conducting
using this test vehicle.
(4) Facility constraints for the same test

Example: Test F must be conducted using a
specified test facility (Lab #1). The number of tests that
can be conducted at the same time with this facility is
limited.
(5) Order of test priority

Example: An index showing the order of priority is
assigned to every test item. Tests having a high priority
(large index value) must be conducted before tests with a
low priority.
(6) Transport

Example: Domestic transport of test vehicles is
done at night so that tests can be conducted without
affecting the test schedule. However, time is needed to
transport test vehicles that are used at test facilities in
other countries.
(7) Types of test deadlines

Example: The deadline for completing tests differs
depending on the test. Test G must be completed by the
deadline for procuring metals. It is all right if test H is
completed by the deadline for procuring trim parts.
(8) Tests having a specified term

Example: Cold-weather tests can only be conducted
during the interval specified for the winter season.

The following expressions are used concerning test
T in order to describe the constraints above in logical
formulas.

¢ Veh(T) indicates the prototype vehicle to be used in
conducting test T.

* Mod(Veh(T)) indicates the specifications of the prototype
vehicle to be used in conducting test T. (Vehicle variation
specifies the model.)

¢ Loc(T) indicates the test site and test facility to be used
in conducting test T.

¢ Days(T) indicates the number of days needed to conduct
test T.

¢ Pr(T) indicates the priority of test T.

* PS(T) is denoted as 1 if test T is an exclusive test and as
0 if it is not.

¢ STR(T) and END(T) indicate the starting and ending
dates.
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Logical formulas of the constraints above can be
expressed as shown in the partial examples below.

e Linguistic expression: There is a dependency relationship
between test A and test B. Test B cannot be started until
test A has been completed.

» Logical formula: END (A)<STR(B)

¢ Linguistic expression: Tests C and D must be conducted
using the same test vehicle (vehicle No. 001).

» Logical formula: Veh(C)=Veh(D)=1

e Linguistic expression: Test vehicle No. 002 is occupied
for the conduct of Test E, so other tests cannot be
conducted using this test vehicle.

» Logical formula: PS(E)=1, Veh(E)=2

e Linguistic expression: Test F must be conducted using a
specified test facility (Lab #1).

» Logical formula: Loc(F)=Lab#1

“Generalized constraints” can also be expressed in
logical formulas as shown in the partial examples below.

¢ Generalized constraint: In the case of an exclusive test,
the test vehicle will be used only for that test.

» Logical formula: for all tests X, if PS(X) = 1, then for all
tests Y, if (Y = X), then Veh(Y) = Veh(X)

e Generalized constraint: Tests having a higher priority
must be conducted before other tests having a lower
priority are started.

» Logical formula: for all tests X, Y, if Pr(X) > Pr(Y), then
END(X) < STR(Y)

All of the constraints above are converted to logical
formulas and input into the SAT solver, which calculates
whether a solution exists. The SAT solver searches for
variable values that satisfy all the logical formulas.
As a result, a schedule is obtained that satisfies all
the constraints. The SAT solver returns an executable
schedule if all the constraints can be satisfied, even if
just one constraint is given. If the constraints cannot be
satisfied, the SAT solver returns a message that a schedule
satisfying the constraints does not exist. In the latter
case, the constraints are eased and the SAT solver is used
to examine once again whether a schedule satisfying the
relaxed constraints exists.

6. Results

The Z3 theorem prover developed by Microsoft
Research was used as the SAT solver in this study. All the
constraints concerned, including those noted above, were
converted to logical formulas and input into the SAT
solver. The results of this trial showed the possibility of
using the SAT solver to automatically generate a schedule
for the allocation of test vehicles. It is planned to use this
tool effectively in the future to find the number of test
vehicles needed relative to the number of variations of the
vehicle specifications. It is expected that this will enable
us to analyze the trade-offs between the specification
variations and the number of test vehicles needed.
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1) The Z3 Theorem Prover, https;//github.com/Z3Prover/z3
(ZIEH : 20184E7 H15H).
2) The Yices SMT Solver, http://yices.cslsricom/ (g
H 201847 H15H).

7. Concluding Remarks

SAT solvers, notably the Z3 theorem prover, have
reached the stage where they can be used in actual
development work. Meanwhile, there are many SAT
problems in the real world. Scheduling the allocation of test
vehicles is just one example. SAT solvers are applicable to
many other actual problems such as the issue of vehicle
wiring harness variations and cost. It is planned to apply
a SAT solver to resolve various types of problems in order
to promote higher operational efficiency.
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Activities to Improve Software Quality through Supplier Management
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Summary When placing an order with a supplier for an ECU for an automotive electronics system,
a car manufacturer normally provides the required specifications and buys the ECU, including the
software. Consequently, the majority of automotive software is developed by ECU suppliers. As the
volume of onboard software has increased over the years, software issues have also increased. As a car
manufacturer, we are responsible for guaranteeing the quality of our cars to our customers. Therefore,
we have to guarantee the quality of the onboard software as well. Quality control of software developed
by suppliers has become an important issue. Against this backdrop, Nissan started a team of skilled
software engineers in 2001 to conduct software quality management activities for suppliers. This article
describes the details of the quality control activities that we have carried out at Nissan.

Key words : Computer Application, automotive electronics, software quality, embedded
software, SQA, computer

1.1 U & [ 1. Introduction

Nissan began conducting quality audits of software
HEBBHIZBITS " 7IA4VICHTLY T 72T received from suppliers in 2001. Accompanying the
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but quality levels varied greatly from one supplier to
another. Engineers at Nissan responsible for individual
parts worked to confirm the quality of both the electronic
circuits and software. However, because software is not
visible to the eye, engineers without any experience in
developing software could not judge the performance of
the software received. When the software was actually
evaluated in test vehicles, defects were revealed that also
led to situations where large rework was needed.

That was the background behind the start of a team
specialized in software engineering that was made
responsible for conducting quality audits of software from
suppliers.

2. Methods of Software Quality Audits

In order to conduct software quality audits, it was
first necessary to define the audit methods. Audit methods
can be broadly divided into those concerning software
technologies and those concerning software development
processes. The former methods confirm what technologies
were used to develop the software in order to obtain high
levels of software quality. The latter methods examine
whether procedures have been defined that are needed to
continuously develop high-quality software and whether
development activities are actually carried out according
to the established procedures.

2.1 Definition of the details of software development
process audits

Development of the Capability Maturity Model
(CMM) was completed in the U.S. around that time in
2001 and a transition was being made to the Capability
Maturity Model Integration (CMMI) (Fig. 2). In Europe,
at that time the ISO 15504 international standard, which
is also known as Software Process Improvement and
Capability Determination (SPICE), was being created.
Accordingly, Nissan selected key items concerning onboard
software and defined them as audit items, mainly in
reference to the details defined in the CMM and also
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taking into account the moves toward the establishment of
SPICE. The key items were selected without sticking to the
CMM maturity levels. For example, identifying the true
cause of a problem and preventing recurrence is a typical
item. In the CMM, recurrence prevention is defined at level
5. However, identifying the true cause and preventing
recurrence is an item that we have traditionally strongly
required of suppliers and is something that must be included
in the audit items. At that time, only some companies in
India had attained CMM level 5; there were no companies
in Japan that had reached that level. However, if an item
is necessary, it should naturally be required as an audit
item, and so this item was selected for quality audits.
Requirements elicitation is still another key audit
item. The level of detail defined in specifications required
by a vehicle manufacturer differs depending on the system.
There are some systems for which only the requisite items
are defined out of respect for a supplier’s capabilities.
There are other systems for which the specifications are
defined almost to the extent that they can be converted into
a program. Things that are defined as specifications must
be clearly understood by the supplier and be implemented
correctly. On the other hand, for things that are not defined
as specifications, the vehicle manufacturer must understand
the contents of the supplier’s detailed design and confirm
that nothing deviates from the former’s intention. At that
time in 2001, there were some suppliers who thought that
they only had to observe what was written in the specification
documents and that other things could be defined as they
wished. Therefore, it was decided to include the following
among the audit items for confirmation: supplier agrees with
the contents of the required specifications; supplier agrees
with the ambiguous points in the required specifications; in
addition, supplier agrees that anything not described in the
required specifications is in accord with Nissan’s intention.

2.2 Definition of audit details concerning software
technologies

Onboard software is a type of software referred to
as embedded software for which real-time design is a critical
aspect. Naturally, a multi-task structure is selected because
it is difficult to execute a single-task design. The software
must not have any issues concerning the overwriting of
common variables divided among several tasks (Fig. 3(a))
or the order of execution (Fig. 3(b)). Such things must be
correctly designed and implemented, otherwise the software
cannot operate properly. Audit items were thus defined
regarding such details of the software architecture design.

3. Implementation of Audits

Audits were basically conducted by going to a
supplier’s software development center and making
evaluations. Audit items were selected so that audits could
be completed in one day as much as possible. An audit
began with the supplier giving an overview of the software
concerned and of the development process. On that basis, the
audit was conducted according to the specified procedure.
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Because an audit was conducted at a supplier’s software
development center, documents explaining the development
details were usually presented at that time. It was confirmed
whether the necessary work was actually being done and
whether the details were appropriate or not.

Suppliers generally adopt a different development
approach for each product, so audits were conducted
separately for individual products. Even for the same
product, there were times when different development
approaches were taken depending on the development
center. In such cases, separate audits were conducted for the
same product if there were different development centers
involved.

Moreover, for some software like that for
navigation systems, part of the development work may be
entrusted to secondary suppliers. Consequently, audits of
secondary suppliers were also conducted.

4. Measurement of Defect Outflow Rate

One thing that a vehicle manufacturer expects
of suppliers is a zero outflow rate of defects to the
manufacturer. Meanwhile, what suppliers can measure by
themselves is the scale of the software (number of source
code lines, etc.) being developed and the number of defects
a supplier detects in-house. It is assumed that suppliers
make every effort to minimize defects by carrying out
the necessary activities in processes they themselves
have defined before delivering their software to a vehicle
manufacturer. However, despite their efforts, no one
knows for sure if the software is defect-free. The software
delivered to the vehicle manufacturer is used to conduct
system tests and in-vehicle tests. Unfortunately, there are
times when defects are detected in such tests. Accordingly,
the audit team decided to calculate the rate of software
defect outflow to the vehicle manufacturer based on
information received from the supplier concerning the
scale of the developed software and the actual number of
defects passed on to the manufacturer. Further, suppliers
showing good results in process and engineering audits
and also having a low defect outflow rate were judged as
having done what they were supposed to do and that high
quality was attained as a result.

5. Implementation of Pre-supplier Selection Audits

As a result of carrying out audit activities
according to the procedures explained above, the following
points became clear.

Good suppliers were both applying processes
and conducting technical investigations appropriately. As
an index of the results, they showed a low rate of defect
outflow. In contrast, suppliers that were not so good had
high rates of defect outflow because they were not doing
these things sufficiently.

However, a vehicle manufacturer is obligated
to ship its vehicles as products of excellent quality by
removing any defects from the final product even for the
software of suppliers whose software quality is not so
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good. Consequently, the vehicle manufacturer has to invest
resources in order to implement measures against software
defects. In short, it became evident that this problem could
not be fundamentally resolved without conducting software
audits before selecting suppliers. At that time in 2001, the
technical capabilities of supplier candidates were confirmed
before suppliers were selected. Such confirmation work was
mainly done on the basis of product samples and checks of
a company’s overall product development system and quality
assurance processes at its manufacturing plants, among
other things. However, such confirmation was not possible
for software that is not visible to the eye.

Therefore, it was decided to implement pre-
supplier selection audits for software as well. Such audits
are conducted in the same manner as those explained
above by going to the supplier’s software development
center where the evaluations are done and by using the
same audit items and evaluation indices as much as
possible. Supplier candidates showing poor results are
either not selected or are selected on the condition that
they make major improvements.

6. Results of Audit Activities

These audit activities have enabled us to monitor
the software technologies and software development
processes of suppliers as well as to encourage and support
their improvement efforts. As a result, suppliers’ software
development capabilities have been substantially improved
and their rate of defect outflow has been reduced to 1/40
of the level in 2001.

7. Conclusion

International standards for software development
processes have been successively updated since 2001, and
we have also made improvements to our audit details
accordingly. For example, Automotive SPICE"Y has been
implemented in the automotive industry, and we have
added process requirements based on it. We will continue
our efforts to provide customers with excellent quality
software and vehicles through the implementation of best
practices around the world in the years ahead.
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Summary Over the past few years, with the advent of autonomous driving and connected car
technology, the scale of automotive software has been increasing steadily. This, coupled with
diversification of systems, is making software development activities more and more complex. This
situation complicates software management and validation, which in turn can cause human error.
Solving this problem is viewed as being crucial because it is directly related to quality improvement
and reduction of software development manpower and cost. This article describes ways to solve
this problem using continuous integration and presents examples of its application to automotive
software development.
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1. Introduction

Vehicle electrification and incorporation of
intelligence in vehicles have been accelerating in recent
years, as typified by our efforts to promote Nissan
Intelligent Mobility. These trends have dramatically
increased the scale of automotive embedded software.
Specifically, it is reported that the number of lines of
onboard source code, which was one million lines in 2000,
reached 100 million lines in 2018. It is forecast to reach 600
million lines by 2025.Y Source code is released after
repeated addition of functions and debugging, and it is
necessary to manage the entire growth process based on
the concept of version.? Accordingly, the automotive
industry in recent years has had to manage this enormous
volume of software, including successive generations.

Let us now shift our focus to onboard systems. For
example, systems that are often talked about in simple
terms as autonomous driving technologies are actually
based on an aggregation of many different features. These
include Intelligent Emergency Braking and Intelligent
Cruise Control that help to manage a vehicle’s longitudinal
movement and Lane Departure Prevention that assists in
controlling lateral movement. The combinations of these

* 7 b = 7B Software Engineering Department
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features sometimes differ depending on the vehicle model
and the destination market. As shown in Fig. 1, features
A, B and C are combined to create a system for a certain
market, while features A, D and E are combined for a
different market. Consequently, it is imperative to integrate
the features without any variance and to ensure that the
entire resultant system operates properly.

This complicates the work of managing and
validating the software involved, which can give rise to
human error. Resolving this critical issue can contribute
directly to improving software quality and shortening
development lead time, and, in turn, to reducing costs.

2. Overview of Continuous Integration (CI)

The following two issues are involved in this
problem of the growing complexity of software management
and validation in software development activities.

* Management of voluminous software, include successive
generations

* Maintaining quality at all times when integrating
functions without any variance so as to ensure the system
operates properly

We are proceeding with the application of CI as a
solution to these issues. In a broad sense, CI refers to the
methods, practices and philosophy for maintaining quality
to ensure proper system operation while promptly feeding
back customers’ constantly changing requirements to the
software. In a narrow sense, CI refers to the automated
and continuous execution of activities to build, test and
inspect software. Detailed explanations of the definition
and techniques of CI can be found on the Internet and in
reference books. The following sections of this article will
focus on CI in automotive software development. One note
is added here that the object of management is not just the
source code written in C, C++ or some other languages,
but rather it also includes the models used in what is called
model-based development. In any case, the essence is the
same.

2.1 Version control system

We will first delve into the issue of promptly
incorporating customers’ requirements into software.
Customers’ needs and wants regarding vehicles change
with the passing of time. Accordingly, it is necessary to
repeatedly add functions to the software to reflect such
changes. For example, cruise control that keeps the vehicle
speed at a certain desired level without operating the
accelerator pedal has gradually evolved into Intelligent
Cruise Control with the addition of a function for following
a preceding vehicle. When a need arises to add a new function
to the source code or model in this way, the following
approach is generally taken. First, the original model is
reproduced and the replicated model is modified. This
growth process is illustrated in Fig. 2. It is seen that when
the original model is modified, the trunk (main line)
representing the growth process of the model branches.
The reason for the branching of the trunk is to avoid
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influencing the original function in the event that there is
a problem in the implementation of the new function.
Branching makes it possible to develop the new function
independently of the existing function. This leads to the
topic of distributed development. Several strategies have
been discussed for branching,® but we will not go into the
details here. After adding the necessary function to the
branched model, it is ultimately merged with the original
model. In this way, a model grows through a process of
repeated branching and merging. In every case, it is
necessary to be able to trace the entire modification
history of the trunk. This is accomplished by the version
control system. This system enables development to proceed
while maintaining management of the trunk configuration,
versions and other details, regardless of how many new
functions are incorporated in the software. As will be
explained later, the system that facilitates CI is constructed
such that it operates in tandem with the version control
system. Therefore, the application of CI leads to a solution
to the first issue mentioned earlier.

The example cited here is merely for the purpose
of explaining the concept. It is not definite whether this
process is adopted in actual development work. It was
mentioned above that the model is reproduced and branched,
but a proviso is added here that the internal processing
depends on the version control system as to whether the
model is actually reproduced or differences are managed.

2.2 Automated and continuous operations

Next, let us consider more closely the terms
automated and continuous. The development of automotive
software follows the process outlined in Fig. 3. Among
these operations, the following tests are conducted, for
example, in the validation phase.
(1) Unit tests, including coverage analysis
(2) Static analysis for checking modeling guidelines
(3) Auto code generation
(4) Static analysis for checking coding standards
(5) Integration tests, including coverage analysis

In cases where multiple tests are combined and
conducted as indicated here, automating this series of
operations is a rational approach. The reason is that it can
be expected to produce various benefits such as preventing

B R e e e g
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tasks from being overlooked and enhancing productivity.
Automating operations also brings secondary benefits. For
example, even if the frequency of carrying out the process
is increased, it is not necessarily directly related to the
workload. Therefore, it is possible to perform the series of
operations every day or every time a model is modified. In
other words, automating this process means it can be done
continuously without increasing the workload. This leads
to a solution to the second issue mentioned earlier.

A system that implements CI is generally
configured so that it operates in tandem with the version
control system. The flow can be explained simply as
follows. First, when an updated model is uploaded to the
version control system, the CI server is notified of that
information. That triggers the CI server to execute on
the updated model an automated script for a series of
validation exercises prepared in advance. In case the
validation ends in failure, the engineers involved are
notified directly of the failure locations and error details,
prompting them to fix the problems (Fig. 4). In this
system, every time a model is modified, it is integrated and
subjected to validation, thus constantly maintaining
quality for ensuring proper operation of the model.

In summarizing the foregoing explanation, CI can
be understood to be a system that enables some development
processes, including validation, to be automated and
performed continuously in tandem with the version control
system. The foregoing has been an overall picture of CI.

3. Expected Benefits

What benefits can be expected as a result of
applying CI? The first one is that work can be carried out
correctly without missing anything. The more an operation
extends over multiple tasks, the easier it is for something
to be left out and that tendency is apt to depend on the
individuals involved. Indicating the tasks to be automated
in a script makes them clear so that the work can be done
properly regardless of who does it.

A second benefit is that bugs can be detected at an
early stage in the development process. Unlike unit tests,
integrated tests are usually conducted after each functional
feature has been implemented. However, as processes
move downstream, the model is greatly enlarged, making
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it that much more difficult to detect bugs. If an integrated
test could be conducted every time an engineer modifies
the model, it would increase the possibility of detecting
bugs earlier. That could be expected to reduce return work,
improve productivity and also enhance quality (Fig. 5).

A third benefit is that there would be hints for
carrying out integration in a shorter cycle. In other words,
it would be possible to confirm at an early stage whether
there is any discrepancy between customers’ requirements
and the actual system behavior. That could be done by
running the system even at a stage where all the functional
features have not been implemented yet. If a gap is detected,
it could be fixed and the system put on the right path
before the discrepancy gets any larger. It would also allow
flexibility for coping with sudden changes in customers’
requirements. This is sometimes talked about as agile
software development,? but we will not discuss it in detail
here. As a small digression, CI was established as one
practice of agile development.

4. Application to Automotive Software Development

This section will explain how we are endeavoring to
apply CI to the development of automotive software, especially
keeping in mind the two issues mentioned earlier.

4.1 Software management as a development
function

First, let us consider software management. In
developing a functional feature, it is desirable to make it
applicable to several models in common, rather than
limiting its use to just certain specific vehicle models.
For example, autonomous driving technologies will be
implemented on various vehicle models in the coming
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years. Developing them separately for each individual
model would be unproductive and inefficient. Therefore,
we manage software within a framework where one feature
is managed in one repository that can be referenced by the
repository of each vehicle model (Fig. 6). A repository is
where files and directories are recorded. It is a collection
that records histories of the modifications, branching
and merging they have undergone. The greater part of
functional logic can be managed in common in this way,
excluding values specific to certain vehicle models such as
tuning parameters. In this way, when a new feature is
added or a modification is made, only the repository where
it is managed needs to be updated. This avoids duplicative
management in which multiple places must be updated and
thus avoids work where tasks tend to be missed.

On the other hand, there are also points requiring
attention. For example, just because a feature operates
properly at the unit level does not necessarily mean it
will fit all vehicle models that reference the feature.
Consequently, in addition to validating the feature in unit
testing, it is essential to validate it when it is embedded
in each vehicle model that references the feature. It is
necessary to support that activity by means of the CI
system. This is managed by a practice we ourselves call
“super-merging”. This is different from merging the
changes developed along a branch back into the base
feature repository alone. Super-merging refers to merging
the changes into the repositories of all the vehicle models
that reference the feature repository (Fig. 7). Quality gates
are set up as checkpoints at the stage before merging and
super-merging are executed. The quality gates validate
whether the quality of the feature is actually suitable for
merging, which guarantees quality after integration.

4.2 Application of developed features to production
vehicles

Figure 8 is used here to explain the flow of the
validation process that newly developed features go
through before being applied to production vehicles. A
model uploaded to the version control system first
undergoes model-in-the-loop (MIL) validation, which is the
first quality gate. Here, the model is subjected to unit tests
and static analysis such as a modeling guideline check.

Finally, it is converted to source code in the C language. If
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the model reaches this point without any problems being
detected, it is then merged with the original model. It then
undergoes software-in-the-loop (SIL) validation before
being merged with the model-specific repository, i.e.,
super-merging. Here, the converted source code is subjected
to static analysis such as a coding standards check and
a back-to-back test to confirm any differences with the
output of the original model. After that, a binary file is
created by compiling and linking the run time environment
(RTE) and basic software (BSW), which are constituent
elements of the Automotive Open System Architecture
(AUTOSAR). The binary file is then subjected to processor-
in-the-loop (PIL) validation and an integration test. Super-
merging is done only after successfully passing through
these quality gates. The flow of the series of tasks executed
in this CI process is referred to as the CI pipeline. A well-
designed CI pipeline guarantees that the models engineers
upload on a daily basis will operate properly in each vehicle
model. To make sure there is no misunderstanding, it
will be noted that CI is nothing more than one system
for automatically executing routine tasks. It must not be
forgotten that human engineers are the ones who design
and implement the test items and CI pipeline.

5. Conclusion

The preceding sections have described how
software management and validation have become more
complex in software development activities and how CI is
being applied to resolve such complexities. Finally, we will
conclude with a discussion of the outlook for the future.

CI technology, which is a fresh approach in the
automotive industry, has already evolved to CI/CD in the
software industry, where CD stands for continuous delivery.
It is a method of extending CI and refers to automation
of the release of software in addition to build and test
activities. In the context of the automotive industry, it can
be rephrased as automatically and continuously streaming
and applying to vehicles already on the market new or
modified functions via the Internet. Naturally, it goes
without saying that various hurdles are standing in the
way of it becoming a reality. However, it is inevitable
that such a capability will be required of vehicles when
we consider the flexible accommodation of new businesses
created by the deployment of connected vehicles or the
implementation of autonomous driving technologies based
on artificial intelligence (AI). Moreover, it will be difficult
to achieve that capability without the use of technological
innovation represented by Adaptive AUTOSAR, cloud
computing and virtualization of hardware. As indicated
here, current trends have thrust upon engineers the
proposition of how to integrate, for future development,
such key technologies with vehicles that are being
transformed into a mass of software.

Finally, readers are kindly asked to note that, for
the sake of simplification, the examples and explanations
given in this article may include details different from
actual facts or things that are still not definite.
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Summary

It is said that the automotive industry is currently in a major transformation period that

occurs once every 100 years. The key technology behind this transformation is software. Therefore,
acquiring software development capabilities is an urgent task for every car manufacturer. Considering
this situation, Nissan opened the Software Training Center to train engineers who have no software
engineering skills. This article describe the training courses and training environment at the Software
Training Center and also feedback received from the trainees.
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1. Introduction

The automotive industry is said to be undergoing
a profound transformation now that occurs once in 100
years. This is happening because of the introduction of
various new technologies as typified by electrification,
autonomous driving and vehicle connectivity, among others.
As a result, the nature of the automotive business is being
revolutionized and new businesses such as car sharing are
expected to become more prevalent in the coming years.

One of the fundamental technologies driving
this transformation is software. Without software,
electrification, autonomous driving and vehicle connectivity
would not be possible. The importance of software is
continually increasing every day.

For that reason, Nissan established the Software
Training Center to nurture engineers capable of developing
onboard software. This article presents an overview of
the Software Training Center.

2. Engineers Targeted for Training

The training courses at Nissan’s Software Training
Center are basically targeted at engineers who have little
knowledge of software. At present, the technologies required
by vehicles are shifting rapidly from mechanical disciplines
to software. In order to cope with this change, the training
courses can be taken without any prior knowledge of software.

* 7 b = 7B Software Engineering Department
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Table 1 Step 1: Software basics

Automotive embedded software basics

« In-vehicle communication

Software basics
+ Software overview
+ Software development process
+ Operating system « ECU sleep/wake-up
Microcontroller basics + Fail-safe
« Watchdog timer

+ Memory management

« Diagnostic overview

+ Microcontroller basics
+ Flowchart

+ CPU + AUTOSAR overview
+ Operator and addressing Automotive software development process
+ 1/0 port + Software development model: V-cycle

+ A/D conversion

+ PWM timer

+ Exception handling
C programing language

+ Basic C grammar

+ Software design
+ Software testing
Automotive software standards

+ Software standards overview
+ Automotive SPICE overview
+ ISO 26262 overview

+ MISRA overview

+ MAAB overview

+ Array and pointer

+ Structure and union

+ Compiler

This policy enables even mechanical engineers who have
limited knowledge of software to acquire skills in software
engineering.

3. Training Content and Target Level

The training content is defined as to enable
trainees to develop a software program for an electronic
control unit (ECU) for controlling a vehicle system using the
model-based development approach and MATLAB. Each
trainee is given the responsibility for a certain function
of an autonomous driving system. The target level is to be
able to complete a working software program, beginning
from an investigation of the actual specifications through
model development, unit testing and system testing.

4. Specific Training Content

The nurturing of engineers capable of handling
software is divided into three overall steps.

e Step 1: Software basics—Acquiring an understanding of
the principles of how software programs operate

The first step for engineers who have no
prerequisite knowledge of software is to understand
what software is. Here, they learn the structure of a
microcontroller and a central processing unit (CPU) and
gain an understanding of how software runs on a CPU. In
this way, they acquire the fundamental capabilities for
developing software specifications and analyzing problems
in software programs. In addition, they also study the
functions indispensable to automotive software such as
the Controller Area Network (CAN), sleep/wake-up,
watchdog timer and others as well as the specifications
and standards of the automotive industry, including ISO

26262, Automotive SPICE and others. The specific details
of the training courses are shown in Table 1.

* Step 2: Model-based development (MBD)—Mastery of
MBD tools and creation of a prototype model

The next step is to acquire the skills for creating a
working software program. In the MBD? approach, the
desired system functionality (software specifications) is
described in a model and the operation of the model is
verified (specifications validation). Here, trainees learn
the related technologies, including control theory such
as proportional-integral-differential (PID) control and
feedback control, how to operate MATLAB, Simulink,

Stateflow and other modeling tools, and rapid prototyping
techniques for evaluating the created model on an actual
vehicle. The specific details of the training courses are
shown in Table 2.

* Step 3: Software development for mass production—
Acquiring an understanding of the mass production
process and actual practice

In developing software for implementation on a
production vehicle, it is not enough just to create a model
and conduct simulations and evaluations. It is also necessary
to have the techniques for maintaining quality in terms of
source code readability, reusability and reproducibility.

Here, trainees acquire the skills needed for developing
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Table 2 Step 2: Model-based development

Matlab
+ What is MATLAB?
+ Data input and editing
« Data operations
+ Data types and arrays
+ Graph drawing
+ Functional programming

Model-based development overview Stateflow
« MBD overview « Basic operation
« MBD process and toolsets + Flow chart

+ State chart
+ Other functions

Simulink
- Basic operation
» Modeling and simulation
+ Modeling equations
+ Linear system modeling
- Discrete system modeling

MicroAutoBox
+ What is MicroAutoBox?
+ Hardware specifications
+ Harness creation
+ RTI block set
+ Flash memory write/clear
- RS232C serial communication
+ CAN communication
+ Bypass rapid prototyping

ControlDesk
+ ControlDesk overview
« Basic operation
+ RTI block set
- Rapid prototyping

x-3 RFvIT I BEVIMIITHRRE
Table 3 Step 3: Software development for mass production

Alliance software development process

+ 052 generic information
+ 052 design activity introduction
+ 052 validation activity introduction

Auto code generation

+ Automotive SPICE and 052 alliance process| + Auto code generation overview

+ Code generation by embedded coder

Alliance modeling rules and guidelines
+ Scope
* References
+ Terms & definitions
+ Symbols & abbreviations
+ Alliance rules

Static code analysis
« Static code analysis overview
« Static code analysis tools

+ Code check by TCS ECA
+ Code check by Polyspace

Model development for mass production
+ Modeling for code generation
+ Model verification process
+ Test case generation by Reactis
+ Model verification by Simulink V&V
+ Simulink diagnosis report
+ Model check report

+ Standards checks using static analysis

HILS (Hardware-in-the-loop-simulation)
« HILS introduction
« HILS setup and walk-through
+ Testing procedure in HILS
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software for mass production and an understanding of
the Alliance modeling guidelines and Alliance processes
defined by Renault and Nissan. They obtain the skills for
carrying out model development and testing, automatic code
generation and validation, and system testing according
to the criteria of each process. The specific details of the
training courses are shown in Table 3.

5. Training Environment

The Software Training Center is located in the
Seminar House adjacent to the Nissan Advanced
Technology Center in the city of Atsugi in Kanagawa
Prefecture. Training courses are conducted in a large
lecture hall and in two laboratory rooms for carrying out
software evaluations using test equipment.

In the large lecture hall, each trainee is issued
a personal computer (PC) and licenses to use software
development tools. Trainees learn the intended skills by
actually operating the PCs themselves while watching the
operations performed by an instructor (Fig. 1).

The laboratories have a test environment where
prototype models can be evaluated using radio-controlled
model cars (Fig. 2). A test environment is available that is
identical to the environment used in an actual development
project to evaluate an ECU, for example, for an advanced
driver assistance system (ADAS) (Fig. 3).

In Step 2, trainees create prototype models for low-
speed driving, following a preceding vehicle and emergency
braking and evaluate them by running the software on the
radio-controlled model cars. In Step 3, they create models
for hands-off steering wheel detection processing and
lateral vehicle control processing, generate the source
code, and integrate it with an actual development project
model to run a hardware-in-the-loop simulation (HILS)
using an actual ECU.

6. Feedback from Trainees

Through the three steps explained above, trainees
learn basic principles, acquire skills in using development
tools, create a prototype model, and develop and evaluate a
software program for an ECU. One distinct feature is that
through hands-on training the trainees experience all the
processes in software development during the course of
completing their own software program by trial and error.

The following favorable evaluations were received
from trainees who completed the entire training program.
¢ I learned the importance of the specification document
quality and of feasible specifications development. I
learned the points requiring attention when pinpointing
the root causes of problems and incorporating fixes in the
model. *I can now imagine how software operates, so I
will be able to discuss things with suppliers on a deeper
level. I am now able to estimate the manpower needed to
develop or revise software. Overall, 98% of the engineers
who undertook this training responded positively that they
now have the confidence to develop software or that their
anxieties about it have been dispelled.
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7. Conclusion

The first and second training sessions have been
completed. While there were differences in basic knowledge
and work responsibilities, the trainees acquired a certain
level of fundamental skills through the training courses
they received at the Center. The Software Training Center
does not treat the control procedures or algorithms specific
to individual systems. However, the core technologies do not
differ greatly between systems. If the trainees understand
that core, they will be able to deal with new technologies.
It is hoped that, by taking advantage of the knowledge
and skills they acquired at the Center, they will be able
to cope with the ongoing evolution of onboard software
engineering accompanying the further transformation of
vehicles in the coming years. We will continue to promote
well-planned nurturing of software engineers at the Center
in the future.
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K-1 MATLAB &EHE
Fig.1 Lecture on MATLAB operations

H-2 JORYATETILOT R MNRIE
Fig.2 Prototype model test environment

K-3 ECU FX MRIE (HILS)
Fig.3 ECU test environment (HILS)
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Principle of Variable Leakage Flux IPMSM Using Arc-Shaped Magnet Considering Variable Motor
Parameter Characteristics Depending on Load Current
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Takashi Kato Toru Matsuura
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Kensuke Sasaki Tsutomu Tanimoto

1. Introduction

Interior permanent magnet synchronous motors
(IPMSMs) are the principal drive motors used on electric
vehicles (EVs) because of their compact size and high
efficiency. Variable technologies have been actively
researched in recent years for expanding the high-
efficiency operating region of the motor in response to
demands for further improvement of electric energy
consumption and extension of the driving range. Our
research group has proposed a variable leakage flux
IPMSM (VLF-IPMSM) as one promising type of variable
characteristic motor. One major feature of this motor
is that it does not need additional elements such as an
actuator or semiconductor switches like those required
by other variable motor systems because variable
characteristics can be obtained by changing only the
magnetic circuit configuration of the rotor.

This VLF-IPMSM differs from ordinary IPMSMs
in that magnetic flux varies passively according to the
current load. This makes it more important to execute the
motor design by taking into account interference between
armature magnetic flux and magnet magnetic flux as well
as nonlinear magnetic saturation.

This article proposes an approximate solution method
for accurately separating the magnetic flux component of
the magnet and the armature magnetic flux component on
the d-axis, which is generally thought to be extremely
difficult. The mechanism by which the variable flux leakage
characteristic improves efficiency is made clear by deriving
the magnetic flux linkage ¥.(is, is) as a function of the d-q
axis current. This method was applied to construct and
evaluate a proof-of-principle prototype motor. It was shown
by simulation and experiments that the variable leakage
flux characteristic makes it possible to expand the high
efficiency operating region of the motor.

2. Overview

The torque of an IPMSM is generally expressed as
the cross product of the current vector is and the magnetic
flux vector A4. For the VLF-IPMSM, torque is expressed
as shown in Eq. (1) because the d-q axis magnetic flux is

*EV ¥ AT LWFZEHT. EV System Laboratory
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a function of the current. The d-axis component 1. of the
magnetic flux vector is composed of the terms of the
magnetic flux ¥. and the armature flux L. is as shown in
Eq. (2). However, only the total amount of magnetic flux
Aa can be obtained experimentally or by simulation. In
principle, it is not possible to extract only the magnetic
flux term.

Tr = P [Adq (ia, iq ) X iaq | - (D
Aa=Wa (ia, iq) + La (id, iq) ia @

Therefore, this article proposes a method of
approximately simulating ¥. (i4, i;) by using Eq. (3), in
which the amount of change in the ¥. term relative to the
amount of change in the Ls i« term is infinitesimal when the
d-axis current i« is changed only by a minuscule amount Ai..

W ia, iq) -1 ia— (ia+Aid) Ad (i, iq)
[ Ld(id, iq) ] Aia [-1 1 ][ Adia, iq) ] &
The proposed method was used to simulate the
magnetic flux ¥. (iq, i) characteristics relative to the
current load for the conventional IPMSM and VLF- IPMSM
models shown in Fig. 1. The results are shown in Fig. 2.

The operating point trajectory of the motors when operated

at the maximum output line are also plotted in the figure.
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The results for the conventional IPMSM in Fig. 2(a) show
that magnetic flux ¥. is maximum under a no-load condition
of zero current and that it decreases due to magnetic
saturation under maximum torque condition A. It is observed
for the VLF-IPMSM in Fig. 2(b) that ¥. is minimum due
to the leakage flux characteristic under a no-load condition
and that approximately the maximum value of magnetic
flux ¥. is obtained under maximum torque condition A
accompanying the increase in the current load. Under high-
speed condition B, ¥. decreases due to the promotion of
leakage flux by the d-axis current and the operating point
trajectory indicates that as a result the VLF-IPMSM can
operate under a small amount of field weakening. As a
result, reduction of the copper loss due to suppression
of the field-weakening current in the high-speed region
combines with the iron loss reduction due to variable flux
to markedly expand the high-efficiency region of the VLF-
IPMSM to the high-speed range compared with that seen
for the conventional IPMSM (Fig. 3).

3. Conclusion

The proposed method made it possible to design and
validate the optimum variable magnetic flux characteristic
for an EV drive motor. This variable magnetic flux technology
is effective for improving electric energy consumption
especially under low to medium loads and in the high-speed
range. Accordingly, it is expected to further improve the
attractiveness and performance of EVs in the coming years.

¥ IEEE IAS Industrial Power Conversion Systems Department, Electric Machines Committee, Prize Paper Awardsi¥. ECCE (Energy
Conversion Congress & Expo.) Z#%fs SN7zmm L oh 6, E3RCBES NS,

The Electric Machines Committee in the IEEE-IAS Industrial Power Conversion Systems Department presents Prize Paper Awards
to the top three technical papers among those submitted in this technical field to the Energy Conversion Congress and Exposition..
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Editorial Postscript

The special feature in this issue focuses on software. This is the first time the Nissan Technical Review has
devoted a special feature to software. Approximately 40 years have passed since we first adopted software on Nissan
vehicles in 1979. The ongoing expansion of the scale of onboard software still knows no end. At Nissan, we have
undertaken enormous R&D work and put in place related processes in order to develop efficiently onboard software
that is continually increasing in quantity and complexity, confirm its quality, and deliver products to customers on
schedule. The articles organized in this special feature focus on these software technologies and processes. Careful
attention has been taken to make the contents as plain as possible so that they will be readily understandable not only
to software engineers but also to automotive engineers in general. At the same time, topics related to cutting-edge
technologies such as cybersecurity and artificial intelligence have also been included.

The role performed by software in vehicles will continue to increase in importance in the years ahead, and it is
said that software will govern the future lifeblood of vehicles. It is hoped that the comprehensive review of automotive

software provided in this special feature will be a useful reference for future R&D activities.

Kazuhiro Ishigami
Software Engineering Department

FY2018 Nissan Technical Review Editorial Committee

Hirotaka KUSUKAWA

Engine and Drivetrain Engineering Department
Taiichi ONOYAMA

Powertrain and EV Energy System Engineering Department
Kiyoshi TAKAGI

Technology Planning Department
Haruhito MORI
Members Research Planning Department

Mallgsaf(liide %ll\/IADA b Tomohiro YAMAMURA
roduct Planning Department Mobility Services Laboratory

Masaharu SATOU

Infiniti Product Development Department Teé?gga{{%esc%gég ﬁffairs Department
Yasuhiro SAITOU

o Mamoru ISHIJIMA

Infiniti Product Development Department Vehicle Production Engineering Control Department
Tatsuro MORI Ryouji ORII

Infiniti Product Development Department Powertrain Planning Department
Tetsuo SASAKI

Connected Car and Services Engineering Department
Koichi ONISHI

Customer Performance and Vehicle Test Engineering Department
Sou NATORI

Integrated CAE and PLM Department
Keiji KAWAMOTO

Powertrain and EV Planning Department

Chairman
Hiroki SAKAMOTO
Advanced Materials Laboratory

Vice-chairman
Ryozo HIRAKU
Powertrain and EV Engineering Division

Organizer

Tatsumi YANAI
Research Planning Department

Hiromi HOSOYA
Research Planning Department

Nissan Technical Review 84

March, 2019
Publisher Nissan Technical Review
(Editor) Editorial Committee

Copyrights of all atricles described in this
Review have been preserved by NISSAN

Distributor Research Planning Department
Nissan Reseach Center
NISSAN MOTOR CO., LTD.
1-1, Morinosatoaoyama, Atsugi-shi
Kanagawa, 243-0123, Japan

MOTOR CO., LTD.

For permission to reproduce articles in
quantity or for use in other print material,
contact the chairman of the editorial
committee.




F# a7+ Cover Design Concept

VINI LT FRFERATOA TARE STV A TV EHY) SNTA T4 ATHDIEND
2\ LD L D23 O T 2 V< DFIEI 7 VT RABEBIEN, FOT IV
TV AL D N D OLE 20— FFAl I OGS EREO B MERAFEITINE T,
— ORI Ty ETHZBIE TEISN T, ZIUEDSE, TV = TI3F %
HITVET A ROERT AL ARV TN 2 T2 B2 5I935 ET Y T7h
LT L VZTDOTAT TNy ETRIULEIN T e/ A=V L F L 72 H AR
(I BEOEREZER T L7200, 5%b/ 3y LICEHENG Y 7 272 LTV~
DA NR=2ar L THEET,

Many offices engaged in developing automotive software are ordinary
workplaces with row upon row of personal computers. However, shown on the
computer screens are vehicle control algorithms that engineers are reviewing
for errors, studying quality evaluation plans or checking the actual quality. This
series of tasks involved in software development is expressed in a visible form
on the computer screens, and engineers carry out the development work on that
basis. By presenting invisible software in a manner than be seen, the cover
design of this issue represents the process in which the ideas of software
engineers are embodied in concrete forms on their computer screens. We will
continue to promote vehicle innovations through the medium of the software
displayed on our computer screens in order to accomplish revolutionary changes
that occur once in a hundred years.
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